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Abstract—In this paper, we address the problems related to the applicability and useability of security patterns. In this context, we propose a new approach based on aspect-oriented programming (AOP) for security patterns development, specification and deployment. Our approach allows the security experts to deliver their security patterns that describe the steps and actions required for security solutions, including detailed information on how and where to integrate each one of them. It also provides the pattern users with the capabilities to deploy well-defined security solutions. The pattern users are required to have knowledge in AOP with minimal expertise in the corresponding security solution domain. Moreover, we design and implement the RBAC (Role Based Access Control) model for a Library Circulation system called RBAC-LB. The elaborated RBAC-LB model illustrates all the procedures and mechanisms of the approach phases and provides authentication/access control features for the library system.

I. MOTIVATIONS & BACKGROUND

In today’s computing world, security takes an increasingly predominant role. Computer security professionals have been promoting, for many years, tools and best practices guidelines to be used by the software development industry, with little adoption so far. Developers, often pressed by a dominating time-to-market priority, must deal with a large set of technical and non-technical issues, in which case security concerns are not thoroughly addressed. The practical help for developers are typically centered around frameworks, standard and design guidelines, which can be of limited use for both implementers and maintainers.

Security design patterns have been proposed recently as a tool for the improvement of software security during the architecture and design phases [1]. Since the appearance of this research topic in 1997, several catalogs have emerged, and the security pattern community has produced significant contributions, with many related to design. Security design patterns address the problem from a different perspective, by encapsulating expert knowledge in the form of well-defined solutions to common problems. The idea of patterns was introduced by Christopher Alexander et al. [2] in the field of building architecture, and was later reused in the object-oriented world. Security patterns are such patterns, but applied for computer/information security. A security pattern describes a particular recurring security problem that arises in a specific context and presents a well-defined generic scheme for a security solution [3].

However, many problems related to the applicability and useability of security patterns arise. Applying and deploying these patterns still require from the developers to have high level security expertise and to take detailed and critical programming decisions, which contradict with the major intent of security patterns. Developers are typically experts in the functional requirements of the software with a minimal security knowledge, which results into weak security decisions. As a result, elaborating methodologies, which guide the security experts to develop and deliver their security patterns, and at the same time, provide the developers with the capabilities to apply the patterns with minimal security expertise, is becoming a very challenging and interesting issue in this domain of research.

In this paper, we propose a new approach based on aspect-oriented programming (AOP) for security patterns development, specification and deployment. The proposed approach consists of two related phases applied independently. From one side, the first phase allows the security experts to deliver their security patterns that describe the steps and actions required for security solutions, including detailed information on how, when and where to integrate each one of them. On the other side, the second phase provides the pattern users with the capabilities to deploy well-defined security solutions. The pattern users are required to have knowledge in AOP, with minimal expertise in the corresponding security solution domain. The main contribution of this methodology is addressing the problems related to the application, useability and integration of security patterns, which are mainly known as applicability problems.

Moreover, our proposition includes the elaboration of a RBAC (Role Based Access Control) model for a Library Circulation system called RBAC-LB. The RBAC-LB model illustrates all the procedures and mechanisms of the approach...
phases and provides authentication/access control features for the library system. We demonstrate the feasibility of our propositions by elaborating and developing the library system, RBAC-LB model and patterns together with their aspects that realize the proposed approach and RBAC-LB model. Case studies and experimental results are also presented.

The remainder of this paper is organized as follows. In Section II, we introduce the contributions in the field of security patterns and AOP for software security. Afterwards, we present in Section III an overview of the proposed approach. Then, we illustrate in Section IV the proposed RBAC-LB model for the Library Circulation System. We also describe in this section the elaborated patterns and aspects that realize the proposed approach and RBAC-LB model. Section V presents the case studies and experimental results. Finally, we offer concluding remarks in Section VI.

II. RELATED WORK

The current research on the topic of security design patterns is characterized by various publications. Here we present some. Kienzle et al. [4] have created a 29-pattern security pattern repository, which categorized security patterns as either structural or procedural patterns. The presented patterns were implementations of specific web application security policies. Romanosky [1] introduced another set of design patterns. The discussion however has focused on architectural and procedural guidelines more than security patterns. Braga et al. [5] also investigated security-related patterns specialized for cryptographic operations. They showed how cryptographic transformation over messages could be structured as a composite of instantiations of the cryptographic meta-pattern. The Open Group [6] has proposed a catalog of 13 patterns based on architectural framework standards such as the ISO/IEC 10181 family. The most recent work in this domain is from Schumacher et al. [3]. They offered a list of forty-six patterns applied in different fields of software security, including many previously proposed patterns.

All these approaches and patterns presented interesting and important security solutions. However, their main problems are related to the applicability and usability of security patterns. Applying these patterns still requires the developers to have high level security expertise and to take detailed and critical programming decisions, which contradict with the major intent of security patterns. Developers are typically experts in the functional requirements of the software but know little about security, which results in them not knowing what security mechanisms make sense at which moments and places.

Regarding the use of AOP for security, the following is a brief overview of the available contributions. De Win, in his Ph.D. thesis [7], discussed an aspect-oriented approach that allowed the integration of security aspects within applications. In [8], Ron Bodkin surveyed the security requirements for enterprise applications and described examples of security crosscutting concerns, with a focus on authentication and authorization. Another contribution in AOP security is the Java Security Aspect Library (JSAL), in which Huang et al. [9] introduced and implemented, in AspectJ, a reusable and generic aspect library that provides security functions. These approaches are useful to explore the feasibility of using AOP in software security, hence, we can benefit from their achievements to build our security models.

III. APPROACH OVERVIEW

Aspect Oriented Programming (AOP) [10], [11], [12], [13] is one of the most prominent paradigms that have been devised for integrating non-functional requirements (e.g. security) into software. The main objective of AOP is to have a separation of concerns between cross-cutting concerns. This is achieved through the definition of aspects. Each aspect is a separate module in which pointcuts are defined. A pointcut identifies one or more join points. A join point identifies one or many flow points in the program. At these points, some advices will be executed. An advice contains some code that can alter the program behavior at a certain flow point. The integration of aspects within the application code is performed through a weaving technology (e.g., AspectJ [13]).

Aspects allow to precisely and selectively define and integrate security objects, methods and events within application, which make them interesting solutions for many security issues. Many contributions [7], [8], [9], in addition to our experiments [14], have proven the usefulness of AOP for integrating security features into software. In this context, we present in this section a methodology to develop the security solutions and their corresponding aspects and patterns based on AOP. This methodology will also allow the developers to integrate and deploy the patterns by implementing their corresponding aspects and weaving them into their software. Such approach contributes in solving the problems related to the application and integration of security patterns, which is mainly known as applicability problems. Although our solution cannot be applied on all type of patterns, it can solve big part of the aforementioned problems. Figure 1 illustrates the proposed methodology.

The methodology is composed of two related phases applied independently. The first one should be performed by security experts and consists of developing the security solutions and their corresponding aspects and patterns. First, the security
experts develop the security solutions, integrate them manually into the software and verify their correctness with respect to the security requirements provided. Afterwards, they develop the aspects that dictate systematically all the steps performed when manually securing the software (See Listings 1 and 2). Then, the aspects should be merged with the original software by using one of the available weavers (e.g. AspectJ for Java, AspectC++ for C/C++). Finally, once the resulted software is verified for security correctness, the corresponding security patterns can be elaborated and specified in aspect-oriented manner (See Listings 3 and 4).

The second phase is performed consequently by the users of the provided security patterns. It consists of deriving and implementing the aspects corresponding to the selected security patterns and then weaving them into the software. The developers are required to have knowledge in AOP with minimal security expertise. Moreover, since the security solutions provided in the patterns were already developed using AOP, then reversing and applying the procedures are feasible (i.e., deriving the aspects from the patterns, implementing them and then integrating them into applications).

IV. RBAC-LB: AN AUTHORIZATION MODEL FOR A LIBRARY SYSTEM

In this section, we focus on describing our library system and elaborating its corresponding role based authorization model by following our proposed approach. We first present an overview of the library system and describe the proposed RBAC-LB model. Afterwards, we present aspects and patterns realizing the proposed approach and model.

A. Library System Overview

Our system (illustrated in Figure 2) is a Library Management System, in particular, the Circulation division in the Library. We developed four of the main services of Circulation division in addition to a graphical user interface to interact with the user, get the input and show the results. A user can access one of the services in the system’s main page. First, the View Info service allows him/her to view his/her personal information (Name, ID, Date of Birth, Telephone Number, User Type, Address, and Email). Second, Add/Delete library User service allows him/her to add or delete a user to/from the library. Third, Add/Delete Library Item is a service which allows a user to add or delete a new library item to/from the library. Finally, a user may access the Search/Borrow A Library Item service, which allows him/her to search for a library item and borrow it if its available in the library. Each one of the users who can access the system has a record in the database. In other words, each user has an ID and a Password stored in the database in addition to his/her personal information. Moreover, the system database contains a record for each library item which holds information for the following fields: ISBN, type, subject, title, author, and status. We extended our library system by elaborating authentication and access control features. The extension is explored in Figure 2.

B. RBAC-LB Model Definitions

This model inherits all the components of the traditional RBAC model such as: users, roles, permissions, role hierarchies, user-role assignment, and role-permission assignment relations. Users are assigned to roles and roles are assigned to permissions. An RBAC permission represents the ability to access a certain system’s service. A user is permitted to execute a service activity if he/she is assigned to a role that has the permission to perform that activity. RBAC roles are structured in a hierarchy. Role hierarchies define inheritance relations among the roles in terms of permissions and user assignments. If role \( r_1 \) inherits role \( r_2 \), then all permissions of \( r_2 \) are also permissions of \( r_1 \) and all users of \( r_1 \) are also users of \( r_2 \). More detail about describing RBAC model for web services is presented in [15]. The following is the list of notations:

- \( A \): is the identifier of an activity (e.g. Add a new book to the library shelves).
- \( R \): is the set of roles (e.g.: Admin, Staff, Student).
- \( U \): is the set of potential users.
- \( P \): is the set of permissions, i.e. execution of an activity (e.g. execution of add/delete library user).

To render our RBAC model specification open to future extensions, we will start with a general definition of the main components of the RBAC model.

**Definition 1: RBAC-LB Permission.** Let LB be our system. An RBAC-LB permission is a tuple \( (A_i, Action) \) where \( A_i \) is the identifier of an activity in LB and Action identifies the type of action that can be performed on activity \( A_i \). For example, the tuple (Add library user, execute) allows the authorized user to run the “Add library service” that is provided by the Library Management System.

**Definition 2: RBAC-LB Role.** An RBAC-LB role \( r \) is a set of attribute conditions \( r = \{ ac_i \mid ac_i=AttrName_i, op AttrValue_i \} \), where \( AttrName_i \) identifies a user attribute name, \( op \) is a comparison or a set operator, and \( AttrValue_i \)
is a value, a set, or a range of attribute values.

Two roles \( r \) and \( r' \) might be identified by the same set of attribute names. However, it is a must that at least one of the values of the attributes of \( r \) and \( r' \) must be different. A user can be assigned to only one role while two users identified by the same attributes with the same values are assigned to the same role since we assume that a set of attribute conditions uniquely identifies a role.

**Definition 3: RBAC-LB Role Hierarchy:** Let \( R \) be a partially ordered set of roles. A role hierarchy defined over \( R \) is the graph of the partial-order relation between the roles in \( R \). If \( r, r_0 \in R \) and \( r < r_0 \), then we say \( r_0 \) dominates \( r \). For instance, our library system consists of eight different roles. The most senior role is the Admin which dominates the roles Staff and Student. Staff, in turn, dominates Faculty and AdministrativeStaff, and Student role dominates UndergradStudent, GradStudent, and Alumni. For example, a user that wants to be assigned to the Admin role must provide digital credentials containing an Employment attribute to Admin. Figure 3 and Table I illustrate the role hierarchy for the library management system.

![Figure 3. RBAC-LB Role Hierarchy](Image)

**Table I: RBAC-LB Role Hierarchy**

<p>| | | | |</p>
<table>
<thead>
<tr>
<th></th>
<th></th>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>Admin</td>
<td>{ Employment= Admin, ID= integer of 9 digits, Password= a string of at most 9 characters}</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Staff</td>
<td>{ Employment= Staff, ID= integer of 9 digits, Password= a string of at most 9 characters}</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Student</td>
<td>{ Employment= Student, ID= integer of 9 digits, Password= a string of at most 9 characters}</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

**Definition 4: RBAC-LB User-Role Assignment Relation:** Let \( U \) be the set of all potential users and \( R \) be a partially ordered set of roles. The RBAC-LB user assignment relation is the set of tuples \( UA= \{(u, r) \in U \times R \mid \forall \text{ attr}_i \in \text{ AttrValue}_i, \exists \text{ attr}_j \in \text{ CredSet}(u) \} \) where \( \text{ attr}_j = \text{ AttrName}_i \land \text{ attr}_i \) is evaluated true according to the value of \( \text{ attr}_j \).

As for the library system, all university members can be considered as potential users and the set of roles is \( R=\{\text{ Admin, Staff, AdministrativeStaff, Faculty, Student, Alumni, Grad, UnderGrad}\} \). Assigning users to roles results in a set of tuples which define the RBAC-Library user assignment relation. For example, in our library system the set of attribute conditions for the Admin role is \( r=\{\text{Type= “Admin”, ID= an integer of 9 digits, Password= a string of at most 9 characters}\} \) thus a credential set of the user \( u=\{\text{Type= “Admin”, ID= “100100100”, Password= “100100”}\} \) will be evaluated as true and \( u \) is assigned to Admin.

**Definition 5: RBAC-LB User-Permission Assignment:** Let \( P \) be the set of permissions of the form \( (A_1, A_2) \) where \( A_1 \) is the activity supported by the system, and \( A_2 \) is the action to be executed. Moreover, let \( RP \) be the set of permission role assignment. Thus, the RBAC-LB user-permission assignment relation is the set of tuples \( U^P= \{(u, p) \in U \times P \mid \exists (u, r) \in UA \land (r, p) \in RP \} \). For instance, a permission of adding or deleting a library user is, of the form (“Add/Delete Library user”, execute), assigned to Admin by the RP relation. Thus a user \( u \) can add/delete a library user only if he is assigned first to Admin.

**C. Aspects Realizing the RBAC-LB Model**

In this section, we describe the authentication and access control aspects realizing the aforementioned RBAC-LB model. For space restriction, we only present one aspect enforcing access control on one of the services provided by the LB system.

**Authentication Aspect:** Listing 1 illustrates the aspect to authenticate the user and assign him role and permission(s). Role and permission descriptions are presented in the aforementioned RBAC-LB model (please see description in Section IV). We define the pointcut \( P_1 \) as the main class that initiates the application. We insert the authentication verification before the execution of the main class, i.e. at the beginning of the main method of the initial class. The authentication verification code consists of a connection string, which specifies information about the data source used; in our case it is the SQL Server 2005. Then, a connection is established with the server to be able to send SQL commands and receive answers.

Once the connection is opened with the server, the SQL query “SELECT”, which counts the number of rows that matches with the entered ID and password, is executed. If the number of matching rows is a 1, the user is authenticated and granted access to the system’s main services. However, if the returned result is a 0, then the user receives a pop up window indicating authentication failure.

**Listing 1. Aspect for Authentication**

```csharp
Aspect Authentication

| Pointcut P1: MainClass;
Before execution P1 |
|---------------------|
| string connectionString = "Data Source=...";
| SqlConnection conn = new SqlConnection(connectionString) |
| string select = "SELECT COUNT(*) FROM ...";
| SqlCommand cmd = new SqlCommand(select, conn); |
| cmd.Parameters.Add("@id", SqlDbType.Int).Value = IDTextBox.Text;
| cmd.Parameters.Add("@password", SqlDbType.VarChar).Value = PasswordTextBox.Text;
| cmd.ExecuteNonQuery(); |
| //when we’re returning number of rows |
| int successRows = (int)cmd.ExecuteScalar(); |
| if (successRows == 1) { |
|     MessageLabel.Text = "Authentication SUCCEEDED!";
|     string url = "Main.aspx?ID=" + IDTextBox.Text;
|     Response.Redirect(url); |
| } else { |
|     MessageLabel.Text = "Authentication FAILED! Invalid Username and/or password.";
|     conn.Close(); |
| }
```
Access Control Aspect for Add-Delete-User: Listing 2 illustrates the aspect to authorize the user access to the AddDeleteUser service. As described in the aforementioned RBAC-LB model (please see description in Section IV), each user is assigned a role together with its corresponding permission(s). We define the pointcut \( P_2 \) as the method responsible of adding and deleting a user. We insert the access control verification before the execution of the \( P_2 \) method (i.e. at the beginning of the method declaration). The access control verification code consists of a connection string, which specifies information about the data source used; in our case it is the SQL Server 2005. Then, a connection is established with the server to be able to send SQL commands and receive answers. Once the connection is opened with the server, the SQL query “SELECT”, which reads the type of logged on user to check if he is allowed access to “Add-Delete-User” service, is executed. If the type read is an “Admin”, the user is directed to the service access page. However, if the returned types are “Staff” or “Student”, then the user receives a pop up window indicating access denial.

For the AddDeleteItem service, if the user is an “Admin” or “Staff”, the user is directed to the service’s access page. However, if the user is “Student”, then the user receives a pop up window indicating access denial.

For the SearchBorrowItem and ViewInfo service, they can be accessed by all users, thus whatever is the type of the user, they will is directed to the service access page.

```
Listing 2. Aspect for Add-Delete-User Access Control

Aspect Add-Delete-User-AccessControl
|
Pointcut P2: AddDeleteUser;

Before execution P2
|
string connectionString = "Data Source=LAMLOUM-1\SQLEXPRESS;Initial Catalog=LibraryCirculation; Integrated Security= TRUE;";
SqlConnection conn = new SqlConnection(connectionString);

string select = "SELECT Type FROM LoginCirculation WHERE ID=@id";
SqlCommand cmd = new SqlCommand(select, conn);

SqlDataReader reader;
conn.Open();
reader = cmd.ExecuteReader();
while (reader.Read())
|
| type2 = reader["Type"].ToString();
| string url3 = "AddDeleteUser.aspx?ID=" + ID;
| Response.Redirect(url3);
|
| if (type2 == "Admin")
| ScriptManager.RegisterStartupScript(this, typeof(Page), Guid.NewGuid().ToString(), "alert('ACCESS DENIED: You are NOT ALLOWED TO ACCESS THIS PAGE');", true);
| if (type2 == "Staff")
| ScriptManager.RegisterStartupScript(this, typeof(Page), Guid.NewGuid().ToString(), "alert('ACCESS DENIED: You are NOT ALLOWED TO ACCESS THIS PAGE');", true);
| reader.Close();
| conn.Close();
```
the selected service. On the other hand, if the user is not authorized, he will be denied access. Here the program will either exit or go back to the point before calling the service.

Listing 4. Pattern for Service Access Control

```plaintext
Pattern Service-AccessControl
{} 
Service-AccessControl

Context
The application was designed for direct and/or remote usage.

- The users are authenticated at this stage and a role based on RBAC-LB is associated to each user. But the users are not yet verified if they have the right permission before accessing the selected service.

Problem
Users not permitted can access a service provided by the application.

Solution
Before Accessing the Service
{} 
- Connect to Security Database and read the role of the user.
- Check if the role of the user (described in the RBAC-LB model; only admin has access) has permission to access the selected service.
- If authorized proceeds to the service page/code.
- If not authorized denies access.
```

V. DISCUSSION AND EXPERIMENTAL RESULTS

Based on the proposed approach presented in Section III, we performed each of the following ordered actions:

- We developed and integrated manually all the RBAC-LB security features in the Library system code.
- We developed and weaved the RBAC-LB aspects of Section IV in the Library system code.
- We verified practically that integrating the RBAC-LB security features using AOP provide the same solution as integrating them manually. We also verified that such method of deployment did not alter the original functionalities of the library system.
- We elaborated the pattern corresponding to the RBAC-LB aspects.

Verifying the successful deployment of the RBAC-LB security features in the original code of the Library system application has been done through extensive. Other testing and simulation methods could be applied. Additional efforts have been spent on verifying that the original functionalities of the applications have not been altered.

On the other side, the developer using the provided pattern should apply the last three steps in reverse order. He should derive and develop the AOP aspects from their corresponding patterns. Then, he should weave the aspects with the original code of the application. This procedure is feasible because the solutions provided in the pattern were originally derived from one or several aspects.

VI. CONCLUSION

We presented in this paper a methodology based on AOP for security patterns development, specification and deployment. The proposed approach consists of two phases. The first phase allowed the security experts to deliver their security patterns, while the second phase provided the pattern users with the capabilities to deploy well-defined security solutions. The requirements are AOP knowledge and minimal expertise in the domain of the applied security solutions. Our proposition addressed the problems related to the applicability and usability of security patterns. Moreover, we proposed the RBAC-LB. All the procedures and mechanisms of the approach phases are depicted in the RBAC-LB to provide authentication and access control features. The elaborated library system, RBAC-LB model, patterns, aspects and experimental results realize the proposed approach and RBAC-LB model and illustrate their relevance and feasibility.
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